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Abstract 

In response to threats to cookies, the dominant technology for tracking on the internet, 

some companies have developed an alternative form of tracking known as device 

fingerprinting that does not rely on cookies to identify a visitor. Instead, a profile of the 

user may be created by querying the browser for identifying information regarding the 

system characteristics such as browser version, screen size, fonts installed and more.  

 

We created a device fingerprinting system so we could learn how device fingerprinting is 

accomplished. This system was implemented on our website, which attempted to 

fingerprint consenting visitors. Our site then attempted to identify returning visitors 

through the fingerprinting algorithm. We also demonstrated that previously deleted 

cookies could be regenerated using device fingerprinting. Tests have confirmed that this 

system can identify returning visitors who are not using cloned machines.  
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1. INTRODUCTION 

1.1 Overview and Background 

By default, the internet is an anonymous place. Generally a visitor to a website does not 

need to provide identifying information to access a site. There may be portions of the site 

that are protected by a username and password, but even in these cases visitors can 

choose whether or not they will surrender their anonymity by logging into the site.  

This level of anonymity can be frustrating for those who maintain websites. The 

managers of websites occasionally wish to uniquely identify users. They have many 

varied reasons for doing so. Some wish to identify users for analytics purposes, to learn 

how many different people have seen or read a particular part of a website. Others, such 

as banks, wish to prevent fraudulent access to accounts by identifying visitors who have 

login credentials but are unlikely to be the real owners of those credentials. Targeted 

advertising is another prominent reason for attempting to uniquely identify users. 

Advertisements tailored to a particular person may be shown if a website is able to 

uniquely identify a visitor. Regardless of the reasons, some users do not wish to be 

tracked or have varied privacy preferences.  

There are several different techniques that websites can use to uniquely identify users. 

Cookies are one of the most widely used and oldest technologies for this purpose. Their 

original purpose was to save state as a visitor moved to different parts of a website, 

because http is a stateless technology. Since cookies saved state it was possible to create 

websites with services such as shopping carts, where a visitor could visit multiple pages 

and the website would remember whether the visitor had selected an item to add to the 

cart on a previous page. Since cookies could save state and could be tied to a particular 

visitor it also became possible for websites to uniquely identify visitors using this 

technology. Cookies are merely a text file that is sent from a website to the visitor’s 

browser which can be fetched later. Cookies can contain text, including a unique 

identification number.  

Cookies are extremely prevalent on the internet. Ayenson found that all of the 100 most 

popular websites on the internet employ cookies [3]. Privacy advocates and others, 

concerned about the widespread use of cookies, have developed many techniques and 

tools to limit the effectiveness of cookie-based identification and tracking. Many web 

browsers have options which allow users to block cookies from being placed on their 

computer or an option to delete cookies. Safari blocks third-party cookies by default [16]. 

Several browsers have privacy extensions such as Ghostery, which can help block 

trackers.  

Those who wished to continue attempting to uniquely identify visitors without using 

traditional cookie techniques had to develop alternative methods. Many creative solutions 

were developed, including the creation of zombie cookies, which were discovered by 

Ayenson [3]. Websites using the zombie cookie technique put copies of a particular 

cookie in several different storage locations, including the normal place in the browser 

for holding cookies and unusual places such as in http ETags, HTML5 storage, and Flash 
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cookies (Local Shared Objects). If a user deletes cookies from their normal location but 

neglects to clear all the copies as well, the normal cookie can be regenerated from the 

copies once the user revisits the original website that the cookies came from.  

Device fingerprinting was another method that could be used to uniquely identify visitors 

without relying on traditional cookies. Device fingerprinting is based on the hope that 

enough of a visitor’s system attributes can be collected to identify the visitor upon a 

return visit. These system attributes are often collected by using JavaScript and Flash. 

JavaScript and Flash give programmers access to many of the system attributes of 

visiting devices to make websites more reliable and effective. For example, programmers 

can use JavaScript to learn the type and version of the visitor’s browser and operating 

system so that content can be tailored to different sorts of devices. Fonts are another 

example. Flash gives programmers access to the list of fonts installed on a visitor’s 

computer so that a program can check to see if a particular font is installed. If it is not 

detected, an alternative can be used. JavaScript and Flash may give access to many other 

system attributes to make programming easier, including information regarding which 

time zone the machine is in, what plugins are installed on a machine (and in some cases 

their version numbers), whether Flash is installed on the computer, the approximate 

values of several mathematical constants such as e or pi which can vary from system to 

system, and the dimension of a user’s screen.  

Some believe that device fingerprinting is the future of the internet. The press, including 

Forbes and the Wall Street Journal, suggest that fingerprinting could be replacing cookies 

as a tracking technology on the internet [2][13]. Recent studies, however, have found 

evidence of device fingerprinting on only a small percentage of popular websites [1][10].  

Though it is not yet a popular tracking technique on the internet, we still found the idea of 

device fingerprinting fascinating and wished to develop a simple device fingerprinting 

system so that we could deeply understand how this technique works. Our objective was 

to build a website that would identify a returning visitor without relying on a cookie. We 

also wanted to demonstrate that it was possible to regenerate cookies through device 

fingerprinting.  

 

1.2 Related Work 

People have been interested in remotely identifying devices through peculiarities in the 

system for many years. One prominent early example was the study conducted by Kohno, 

Broido and Claffy in 2005 [6]. They found that it was possible to uniquely identify a 

device connected to the internet by its clock skew. They were able to successfully 

identify a device even if it was moved to different areas and connected to the internet via 

a different access method.  

Thanks to Eckersley and the Electronic Freedom Frontier, the concept of JavaScript and 

Flash based device fingerprinting was introduced to hundreds of thousands of people in 

2010. In that year, Eckersley and the EFF created a project called Panopticlick. 

Panopticlick was an experiment that attempted to demonstrate the feasibility of device 
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fingerprinting by creating a website that would fingerprint volunteers and attempt to 

identify them on return visits. Eckersley published a paper based on the results of the 

experiment [5]. He found that over 94% of browsers that used Flash or Java had a unique 

fingerprint. He also showed that his system could identify returning visitors even if their 

system had changed since the last visit, with a 99.1% success rate.  

Our project owes a great deal to the Panopticlick project. Eckersley gave some general 

information on how the fingerprinting system of Panopticlick worked in his paper but 

gave few specifics. The paper focused more on proving that enough information could be 

gathered to successfully identify returning visitors. We wanted a deeper and more 

detailed understanding of how device fingerprinting is actually accomplished, and we felt 

that the best way to learn this was to create such a system for ourselves, using 

Panopticlick as a model.  

Since 2010 a number of studies have attempted to discover how fingerprinting is 

implemented commercially and its impact on the internet. In 2013 Nikiforakis et al. 

conducted a research project where they found commercial fingerprinting scripts and 

analyzed them to determine how they worked and how the techniques in the scripts 

differed from the techniques used in the Panopticlick project [8]. Later in that year 

separate projects independently concluded (after crawling the internet looking for 

evidence of device fingerprinting) that fewer than 6% of popular websites implement 

JavaScript and Flash based fingerprinting [1][10].   

 

2. Implementing the System 

The goal of the project was to create a device fingerprinting system connected to a 

webpage so that returning visitors could be identified without relying on a cookie. We 

created two versions of such a system: first one that used only JavaScript to collect 

system information and then later a more advanced version that had all of the 

functionality of the basic JavaScript system in addition to Flash to collect a list of the 

fonts installed on the visitor’s computer. The webpage associated with each version of the 

system contains a textbox into which visitors can type some identifying phrase such as 

their name. Next to the textbox there is a button that will fingerprint the visitor once he or 

she clicks it.  

 

Figure 1: Screenshot of webpage on initial visit 

If the visitors revisit the homepage in the future, the textbox and button will be replaced 

with text welcoming them back as returning visitors and displaying the phrases that they 

typed into the textbox. 



4 
 

Conceptually the systems can be broken into two components. The first, the client side, 

uses JavaScript (and Flash in the more advanced version) to collect system attributes. The 

second component, the server side, uses PHP in conjunction with a MySQL database to 

store and manipulate the data behind scenes, comparing a visitor’s fingerprint to 

fingerprints stored in the database, searching for a match.  

 

Figure 2: Diagram of device fingerprinting system. 

 

2.1 Client Side 

We can think of the JavaScript and Flash code as part of the client side as it is executed 

on the visitor’s machine. The JavaScript code collects a number of system characteristics, 

including the user agent, screen height and width, the time zone offset, whether Flash is 

installed on the system, whether cookies are enabled, and whether Do Not Track is 

enabled. This list of characteristics gathered through JavaScript is broadly similar to the 

information that Panopticlick and commercial device fingerprinters collect with their 

systems [8]. The webpage associated with our more advanced Flash-enabled version of 

this system also uses JavaScript to display all the collected information to the user. An 

example from one visitor is shown in Figure 3.  
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Figure 3: Screenshot of a visitor’s system characteristics gathered via JavaScript and 

displayed on the webpage.  

After examining Figure 3 it becomes clear that a large amount of information can be 

gathered about a visitor’s system through JavaScript code. For example, by inspecting the 

user agent one can learn that the visitor used version 28 of a Mozilla Firefox browser on a 

Windows NT 64-bit machine to navigate to the website. The visitor’s screen size was 

1366 by768 pixels. The JavaScript code was able to tell that several plugins were 

installed on the machine, including Shockwave Flash, Adobe Acrobat, Photo Gallery and 

Microsoft Office. It was also able to collect detailed version numbers for each plugin. 

The JavaScript code found that the computer was located in a time zone 300 minutes 

from Greenwich Mean Time, Flash was installed on the system, cookies were not 

enabled, and Do Not Track was not enabled. By just using JavaScript a reasonably 

thorough fingerprint can be developed, because there are not likely to be too many 

systems using that particular browser on that operating system with those specific plugins 

and that screen size in that time zone. Our first attempt at creating a fingerprinting system 

only collected this information and nothing else about a user’s device.  

 To create a stronger fingerprint we decided to also attempt to gather a list of fonts, so we 

created another device fingerprinting system that implemented a Flash solution to collect 

fonts and also collect the other information through JavaScript. Eckersley reported that 

“plugins and fonts are the most identifying metrics” in device fingerprinting [5]. We did 

not wish to overlook such an important way of establishing a system’s fingerprint, though 

we could not easily collect this information through JavaScript. Instead the algorithm 

implemented a solution using Adobe Flash’s ActionScript, which is often used to 

implement Flash based features on websites. We use ActionScript to collect fonts on a 

visitor’s device.  When the fonts were collected they were often returned in non-
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alphabetic order. The list was left unsorted as the order in which fonts are returned can be 

an identifying feature of the device as well [5]. Figure 4 shows a fairly typical example of 

the number of fonts that Flash can often detect on a user’s device.  

 

Figure 4: Screenshot of fonts installed on a visitor’s device that were collected via Flash’s 

ActionScript and displayed on the webpage. 

The JavaScript code generates a random integer to use as a unique identification number 

for the collected fingerprint. The JavaScript code also creates a cookie containing this 

unique identification number and places it on the user’s computer. 

Once all of the information necessary to create the fingerprint is collected by the scripts it 

is bundled by JavaScript (along with the user’s phrase that was entered into the textbox 

and the identification number) and sent to a PHP script on a server, which processes the 

data and stores it into a database.  

 

2.2 Server Side 

Once a visitor comes to the webpage, enters a phrase in the textbox and presses the 

“Fingerprint Me!” button located to the right of the textbox, the information gathered via 

JavaScript (and Flash if available) is sent to a PHP script that is executed on the server. 

The script checks to see if that exact fingerprint was seen in the past by querying a 

MySQL database. This database holds all previously collected unique fingerprints, the 

associated phrases that were entered in the textbox, and identification numbers. If an 
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exact match of every device characteristic is found it means that the fingerprints are 

identical. The fingerprinting system assumes that all devices with identical fingerprints 

are in fact the same device. If an exact match for a visitor’s fingerprint is found in the 

database the phrase associated with the fingerprint that was entered into the textbox is 

fetched from the database and dynamically displayed on the visitor’s webpage. If the 

fingerprint is not an exact match it is stored in the database along with the phrase entered 

into the textbox and the unique identification number. These data may be used later if the 

visitor returns.  

 

2.3 Cookie Regeneration 

In his paper on device fingerprinting Eckersley said that it could be possible to regenerate 

a cookie that a person had previously deleted by using device fingerprinting. As far as we 

know nobody has claimed to have tried to accomplish this feat. We wanted to show that 

this could be done. In the advanced fingerprinting system that employs Flash there exists 

JavaScript code that creates a cookie with a unique identification number. The cookie is 

stored in a visitor’s browser (if they allow cookies to be set). The number used in the 

cookie is also stored in a database along with the fingerprint. If a visitor returns to the 

webpage and the fingerprinting system recognizes the returning visitor it will place a 

cookie on his or her device that holds the same identification number as the previous 

cookie (if the previously set cookie had been deleted). In this way cookies with values 

identical to the previous cookies are regenerated if the old cookies were deleted by a 

visitor between visits to the website.  

 

2.4 Testing 

We tested our system with a number of virtual machines. Since the fingerprinting process 

is so sensitive to software updates, the complete control virtualization offers over the 

machine (along with the large number of machines that could be easily and inexpensively 

created) made this a very attractive testing option. We tested with Internet Explorer, 

Firefox, and Chrome in virtual Windows XP, Windows Vista, and Windows 7 machines. 

We tested both Firefox and Chrome in Ubuntu. We created exact clones of the Windows 

XP and Windows 7 machines, and three exact clones of the Ubuntu machine. We also 

created two machines that were clones of the Windows XP machine except for the fact 

that these machines had Adobe Reader installed, and we likewise created two further 

virtual machines that were clones of the Windows 7 machines except for the fact that 

they had Adobe Reader installed. Altogether we had a total of thirteen virtual machines 

each with between two to three browsers. We had a total of thirty-five different operating 

system-browser-plugin combinations.  

Each individual browser went through the same procedure. The testing process for the 

JavaScript-only fingerprinting system and the Flash-enabled fingerprinting system was 

identical. In the testing process each browser navigated to the webpage associated with 

the particular device fingerprinting system it was testing, and the tester entered a unique 
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phrase related to the operating system and browser into the textbox found on the 

webpage. The tester then left and immediately revisited the webpage to see if the unique 

phrase was displayed on the screen. If the phrase that was previously entered was 

displayed on the screen it was taken as evidence that the fingerprinting system recognized 

the return visit. If no phrase was displayed or if the wrong phrase was displayed we took 

that as evidence that the fingerprinting system did not correctly identify a return visitor. If 

the more advanced system with the cookie regeneration capability was being tested then 

at this stage the tester would also check to see if the fingerprinting system had left a 

cookie on the virtual machine. If it had, the identification number contained in the cookie 

would be noted. Next, the tester left again, deleted all cookies and revisited the site to see 

if the unique phrase that had been typed previously was displayed. If it was this was 

taken as proof that the device fingerprinting system managed to identify the user without 

the aid of the cookie. At this stage the cookies held in the tester’s browser would be 

checked again to see if a cookie with the exact same identification number had been 

regenerated. 

 

3. Results and Discussion 

Neither of the two fingerprinting system could tell the difference between exact clones. 

This result was expected, because the algorithm relies on differences in a device’s 

characteristics to tell them apart. If two devices have characteristics that match exactly 

(the same browser, plugins, fonts, time zone, etc. as a clone would) the algorithm 

assumes that they must be the same device. The inability to tell between clones is a 

weakness of this form of device identification. Cookies, in contrast, could be used to tell 

the difference between clones because one clone could be given a cookie with one unique 

identification number and the other clone could be given a cookie containing a different 

unique identification number. The two clones could then be distinguished by their 

differing identification numbers. While the failure of the fingerprinting systems to 

distinguish between clones is disappointing it was not unexpected.  

Aside from the aforementioned problem with exact clones, the simple JavaScript-only 

device fingerprinting system was successful in all of its tests. Altogether it was able to 

distinguish 14 different operating system-browser-plugin combinations from each other. 

It is encouraging that this simple method was so successful but it may not gather enough 

information to effectively distinguish among a larger number of different devices.  

The Flash-enabled fingerprinting system also successfully passed all of its tests, aside 

from the problem of the exact clones. It too was able to identify fourteen unique 

operating system-browser-plugin combinations from one another. In addition it was 

always able to regenerate cookies that had been deleted between visits to the webpage 

with the same unique identification number that they had previously held. This Flash-

enabled system was much more difficult to debug than the previous JavaScript-only 

system. We had to ensure that this system would not crash if a user did not have Flash 

enabled. We eventually successfully fixed the system so that if a user did not have Flash 

enabled it would simply gather all of the information it could through JavaScript and 
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attempt to fingerprint the device using only that information. It was also difficult to 

ensure that the fingerprinting algorithm worked effectively in all the different browsers 

we tested. It was especially challenging to make the webpage display correctly in Internet 

Explorer. In the end the issues were resolved, and the resulting Flash-based system can 

generate a much stronger fingerprint than the JavaScript-only system because it has the 

ability to detect fonts. The stronger fingerprint generated by the Flash-enabled system 

should allow the system to identify different devices in a larger population more 

effectively than the JavaScript-only system.   

 

4. Conclusion 

The aim of the project was to create a system that could identify a returning visitor to a 

webpage without relying on the use of cookies. To achieve this goal we created two 

different systems. One system used JavaScript to query the visitor’s browser for system 

characteristics, while the other system used both JavaScript and ActionScript to collect 

system characteristics. In both cases these characteristics were sent to a PHP script, 

which turned the characteristics into a fingerprint that was stored in a MySQL database. 

This database of fingerprints was used to recognize returning visitors. A secondary goal 

of the project was to demonstrate that deleted cookies could be regenerated by a device 

fingerprinting system upon a visitor’s return to the website. Our testing found that the 

systems could not tell the difference between devices that were clones. In all of our other 

test cases the project was successful: the device fingerprinting system correctly identified 

returning visitors and regenerated cookies. The system works on a wide variety of 

browsers and devices.   

Future Work 

Our testing can be expanded and made more rigorous in several different ways. One 

possible tactic would be to simply use many more virtual machines in the testing process. 

We could emulate many more kinds of operating systems, including Macintosh and 

mobile operating systems. We could also try to have a wider variety of browser versions 

and plugin versions on each of the virtual machines. Using these methods we would be 

more likely to uncover possible bugs in the system, while continuing to demonstrate the 

feasibility of device fingerprinting. Of course, the drawback to this method of testing is 

that it does not provide substantial and convincing evidence that device fingerprinting 

works in the real world.  

The best way to test this system is to have many people visit the website with their own 

devices and browsers. With this method, after agreeing to the process, a visitor would 

have his or her device fingerprinted by the system. On a return visit, our fingerprinting 

algorithm would attempt to check the fingerprint and guess the visitor’s identity. The 

algorithm’s prediction would be verified with the cookie. With this process it would be 

possible to calculate useful information like the percentage of correct guesses, the 

percentage of false-positives, etc. that our algorithm makes in the real world. It would be 

very beneficial to go through the verification process of having many visitors (preferably 

many thousands) visit the website for testing purposes, but there are difficulties with this 
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manner of testing. It is challenging to drive that much traffic to a webpage. Visitors must 

not only visit the page, they must also return, because the purpose of the system is to 

recognize returning visitors. In addition, a visitor must not delete their cookie in between 

visits, otherwise there would be no way of verifying the algorithm’s guess. It would also 

be difficult to get a good random or typical distribution of website visitors to the site. It is 

possible that those who visited our website would be particularly privacy or security 

conscious and have devices that are configured differently from devices used by typical 

people browsing the web. Despite these challenges, this testing method of having 

thousands of real visitors come to the fingerprinting website is the best and most 

convincing way of demonstrating the success of the system.  

Testing in this manner could give the necessary data to implement a solution that would 

make the fingerprinting system much more robust to changes that a user’s system may 

undergo between visits. As mentioned previously, after the algorithm collects all of the 

information it can on the visiting system’s characteristics, it searches the database for an 

exact match of that information. If it does not find an exact match it will not recognize 

returning visitors, even if the information collected from the first visit is nearly identical 

to the information collected on the return visit. A small, simple software update on a 

visitor’s computer could ruin the fingerprint. If the system were tested by having a large 

number of people visit the site, leave, and return some time later it would be possible to 

determine how quickly a user’s system changes over time and what sorts of changes are 

likely. Using this information it would be possible to modify the device fingerprinting 

algorithm so that it could make reasonable guesses as to whether a particular visitor to the 

website is a new or returning visitor in the absence of an exact match in the database of 

previously collected fingerprints. For example, it might be possible to compare two 

fingerprints (one from a current visitor and one that was created in the past) and find that 

they differ only by the version number of the browser, and the current visitor’s browser 

version number is higher. Using the data from our proposed test our updated 

fingerprinting algorithm might decide to guess that the current visitor is a returning 

visitor and that the visitor’s browser was updated since the last visit. The effectiveness of 

this updated version of the fingerprinting algorithm could in turn be verified by having 

more visitors come to the site and return later, again using the cookie as a verification 

method. 

By following these testing schemes and implementing these changes the device 

fingerprinting system could become an effective way to identify returning visitors to a 

website with a high degree of certainty and without relying on the use of cookies.  
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